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**Вариант 8**

Цель работы – изучить понятие класса, механизмы работы с классами, научиться обеспечивать вызов методов и обращение к полям классов, изменять видимость компонент в определении класса с использованием спецификаторов доступа, перегружать операции и использовать дружественные функции.

Задание:

Класс «Треугольник». Поля: длины сторон. Методы: вычисление площади, радиусов вписанной и описанной окружностей, определение типа (остроугольный, прямоугольный, тупоугольный), перегрузка операции сравнения на равенство «==».

Текст программы:

main.cpp

#include "Triangle.h"

#include <iostream>

#include <conio.h>

#include <locale.h>

#include <vector>

using namespace std;

void menu\_vector(void);

void menu\_triangle(void);

void clear\_enter(void);

int main()

{

setlocale(LC\_ALL, "Rus");

vector<Triangle> list;

bool quit = true;

int c = -1;

int i;

do {

menu\_vector();

while ((c < '0' || c > '6') && (c = \_getch()));

if (c == '0') break;

system("cls");

switch (c)

{

case '1': {

for (i=0; i<list.size(); i++)

{

cout << i+1 << ".\t" << list[i] << endl;

}

if (i == 0) cout << "Empty!" << endl;

break;

}

case '2': {

Triangle temp;

bool flag=true;

while (!temp.check()) {

while (!(cin >> temp)) {

cout << "Incorrect enter!" << endl;

cin.clear();

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

}

}

list.push\_back(temp);

break;

}

case '3': {

if (list.size() == 0) {

cout << "Empty";

break;

}

int num=-1;

cout << "Enter num of triangle: ";

while (!(cin >> num) || (num > list.size() || num < 1)) {

cout << "Incorrect num" << endl;

cout << "Enter num of triangle: ";

cin.clear();

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

}

auto iter = list.begin();

advance(iter, num-1);

list.erase(iter);

break;

}

case '4': {

if (list.size() < 2) {

cout << "Not enough triangles";

break;

}

int num = -1;

cout << "Enter num of first triangle: ";

while (!(cin >> num) || (num > list.size() || num < 1)) {

cout << "Incorrect num" << endl;

cout << "Enter num of triangle: ";

cin.clear();

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

}

num--;

int num2 = -1;

cout << "Enter num of second triangle: ";

while (!(cin >> num2) || (num2 > list.size() || num2 < 1)) {

cout << "Incorrect num" << endl;

cout << "Enter num of triangle: ";

cin.clear();

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

}

num2--;

if (list[num] == list[num2]) cout << "Equal" << endl;

else cout << "Not equal" << endl;

break;

}

case '5': {

int num;

cout << "Enter num of triangle: ";

while (!(cin >> num) || (num > list.size() || num < 1)) {

cout << "Incorrect num" << endl;

cout << "Enter num of triangle: ";

cin.clear();

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

}

num--;

do {

cout << list[num];

menu\_triangle();

c = -1;

while ((c = \_getch()) && (c < '1' || c>'4') && (c!=13));

if (c == 13) break;

system("cls");

switch (c)

{

case '1':

cout << list[num].area() << endl;

break;

case '2':

cout << list[num].Rin() << endl;

break;

case '3':

cout << list[num].Rout() << endl;

break;

case '4':

cout << list[num].type().c\_str() << endl;

}

} while (true);

break;

}

case '6':

double a, b, c;

cout << "Enter a, b, c" << endl;

do {

while (!(cin >> a >> b >> c))

{

cout << "Incorrect num" << endl;

cout << "Enter a, b, c" << endl;

cin.clear();

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

}

Triangle temp(a, b, c);

if (temp.check()) {

list.push\_back(temp);

break;

}

else {

cout << "Incorrect triangle" << endl;

}

} while (true);

}

clear\_enter();

c = -1;

} while (true);

return 0;

}

void menu\_vector(void)

{

cout << "1. Show list of triangles" << "\n"

<< "2. Add triangle in list with \"<<\"" << "\n"

<< "3. Delete triangle from list" << "\n"

<< "4. Compare on equal of two triangles" << "\n"

<< "5. Operations with triangle" << "\n"

<< "6. Add with param" << "\n"

<< "0. Exit " << endl;

}

void menu\_triangle(void)

{

cout << "1. Compute area of triangle" << "\n"

<< "2. Find radius of incircle" << "\n"

<< "3. Find radius of circumcircle" << "\n"

<< "4. Type of triangle" << endl;

}

void clear\_enter(void)

{

while (\_getch() != 13);

system("cls");

}

Triangle.h

#pragma once

#include <iostream>

#include <math.h>

using namespace std;

class Triangle

{

private:

/\*struct sides {

double a;

double b;

double c;

sides(double a=0, double b=0, double c=0) : a(a), b(b), c(c)

{};

}sides;\*/

double a;

double b;

double c;

public:

Triangle(double a = 0, double b = 0, double c = 0) : a(a), b(b), c(c)

{

cout << "Вызов конструктора по умолчанию" << endl;

};

Triangle(double a, double b, double c) : a(a), b(b), c(c)

{

cout << "Вызов конструктора с параметрами" << endl;

};

Triangle(const Triangle &copy) : a(copy.a), b(copy.b), c(copy.c)

{

cout << "Вызов конструктора копирования" << endl;

};

~Triangle()

{

cout << "Вызов деструктора" << endl;

};

double area(void);

double Rin(void);

double Rout(void);

const bool check(void);

string type(void);

friend istream &operator >> (istream &stream, Triangle &p);

friend ostream &operator << (ostream &stream, const Triangle &p);

const bool &operator == (const Triangle &right);

friend const bool &operator == (const Triangle &left, const Triangle &right);

};

Triangle.cpp

#include "Triangle.h"

double Triangle::area(void)

{

cout << "Площадь треугольника" << endl;

double p = (a + b + c) / 2;

return sqrt(p\*(p - a)\*(p - b)\*(p - c));

}

double Triangle::Rin(void)

{

cout << "Радиус вписанной окружности" << endl;

return (area() \* 2) / (a + b + c);

}

double Triangle::Rout(void)

{

cout << "Радиус описанной окружности" << endl;

return a\*b\*c / (4 \* area());

}

const bool Triangle::check(void)

{

cout << "Вызов проверки, существует ли такой треугольник." << endl;

if (a <= 0 || b <= 0 || c <= 0) return false;

return a + b > c && b + c > a && c + a > b;

}

std::string Triangle::type(void)

{

cout << "Определение типа треугольника" << endl;

if (a\*a == b\*b + c\*c || b\*b == c\*c + a\*a ||

c\*c == a\*a + b\*b) return "Right triangle";

else if (a\*a > b\*b + c\*c || b\*b > c\*c + a\*a ||

c\*c > a\*a + b\*b) return "Obtuse triangle";

else return "Acute triangle";

}

const bool & Triangle::operator==(const Triangle & right)

{

return this->a == right.a && this->b == right.b && this->c == right.c;

}

/////////////////////

////friend func/////

///////////////////

istream &operator >> (istream &stream, Triangle &p)

{

cout << "a = "; stream >> p.a;

cout << "b = "; stream >> p.b;

cout << "c = "; stream >> p.c;

return stream;

}

ostream &operator << (ostream &stream, const Triangle &p)

{

stream << "a = " << p.a << "\t"

<< "b = " << p.b << "\t"

<< "c = " << p.c << endl;

return stream;

}

const bool &operator==(const Triangle &left, const Triangle &right)

{

return left.a == right.a && left.b == right.b && left.c == left.c;

}

Результат работы программы:

![](data:image/png;base64,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)
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